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# 01 Advanced C++ - const

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

const:

- A "compile time" constraint that an object cannot be modified.

Benefits

a) Guards against inadvertent write to the variable.

b) Self documenting - Telling the reader of the code that the variable

is not modified.

c) Enables compiler to do more optimization, making code tighter.

d) const means the variable can be put in ROM.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

int main(void)

{

const int i = 9;

//i = 6; // expression must be a modifiable lvalue

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

If const is on the left of \*, data is const

If const is on the right of \*, pointer is const

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

const int aConstInt = 9;

// If we want to change the value of aConstInt, we can use const\_cast

const\_cast<int&>(aConstInt) = 6;

int j = 9; // j is not const.

// static\_cast will make the j const

// static\_cast<const int&>(j) = 7;

return 0;

}

# 02 Advanced C++ - const and Functions

class Dog

{

private:

int \_age;

string \_name;

public:

Dog() { \_age = 3; \_name = "Bruce"; }

// const parameters

/\* Function which take reference parameter can be overloaded with the

function which takes const reference parameter.

\*/

void setAge(const int& a) { \_age = a; } // So that a doesn't get modified.

// void setAge(const int a) { \_age = a; } // No use of const here, cos value is passed by value

// const return value

/\* Returns const string reference. No copy is made and the

caller can't change the value of \_name \*/

const string& getName() { return \_name; }

/\* Below, const is completely useless. Because \_name is returned

by value. \*/

// const string getName() { return \_name; }

// const function

/\*

- Below function promises not to modify any member variables.

- A const function can only call another const function.

- const can be used to overload a function

\*/

// Below function will be called by const Dog

void printDogName() const { cout << \_name << ":: const function" << endl; }

// Below function will be called by Non-const Dog

void printDogName() { cout << \_name << ":: Non-const function" << endl; }

};

int main(void)

{

Dog d;

int i = 9;

d.setAge(i);

const string& name = d.getName();

cout << i << endl;

cout << name << endl;

d.printDogName();

const Dog d1;

d1.printDogName();

return 0;

}

# 03 Advanced C++ - Logic Constness and Bitwise Constness

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Bitwise const-ness/Physical const-ness is what provided by C++ compiler.

- This checks whether any member variable is getting modified or not.

Logical const-ness is what is our model.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

class BigArray

{

private:

vector<int> aVector; // Huge Vector

int accessCounter; // How many times the vector has been accessed.

int\* v2; // Another int array

public:

int getItem(int index) const

{

// Using mutable, we can modify accessCounter.

//accessCounter++;

// Using const\_cast we can modify accessCounter.

const\_cast<BigArray\*>(this)->accessCounter++;

return aVector[index];

}

void setV2Item(int index, int x) const

{

\*(v2 + index) = x;

}

};

int main(void)

{

BigArray b;

return 0;

}

# 04 Advanced C++ - Compiler Generated Functions

#pragma region CompilerGeneratedFunctions

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

- Compiler silently generates 4 function if they are not explicitly

declared by us:

1. Copy Constructor.

2. Copy Assignment Operator.

3. Destructor.

4. Default Constructor (Only if there is no constructor declared).

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

class Dog { /\*Empty Definition\*/ };

//Is Equal to below declared class

class Dog

{

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

- What if one of the member is const reference? Then copy is not possible.

Then compiler doesn't generate the operator= function.

- What if the base class doesn't have the default constructor. Then the compiler

will not generate the default constructor for the class.

- What if the base class destructor is private? Then compiler will not generate

the default destructor.

- Compiler generated functions are public and inline.

- They are generate only if they are needed.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

public:

Dog(const Dog& rhs) { /\* Member by member initialization \*/ }

Dog& operator=(const Dog& rhs) {/\* Member by member copy \*/}

Dog(){ } // 1. Call base class's default constructor.

// 2. Call data member's default constructor.

~Dog() { } // 1. Call base class's destructor.

// 2. Call data member's destructor.

};

#pragma endregion CompilerGeneratedFunctions

#pragma region Example

class dog

{

public:

string \_name;

// Default constructor.

dog(string name = "Bob")

{

\_name = name;

cout << name << " is born." << endl;

}

~dog()

{

cout << \_name << " is destroyed";

}

};

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

1. Copy Constructor - Copy constructor is not used in main, so It is

not generated by compiler.

2. Copy Assignment Operator - We have used copy assignment and we haven't

declared any copy assignment operator. Compiler will generate one for us.

3. Destructor - Dog already has a destructor defined. So compiler will not

generate any destructor for us.

\*\*\*A default constructor is a CONSTRUCTOR which can work without any parameter.\*\*\*

4. Default Constructor - We are constructing an object with default

constructor and we have defined a default constructor in our class. So

it will not be generated for us.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

int main(void)

{

dog dog1{ "Henry" };

dog dog2;

dog2 = dog1;

return 0;

}

#pragma endregion Example

#pragma region AnotherExample

class collar

{

public:

collar(string color) { cout << " collar is born!!!\n"; }

};

class dog

{

collar \_collar;

};

int main(void)

{

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Below code wont compile:

- We are creating a dog1, I am calling the default constructor of Dog

and my dog doesn't have default constructor, compiler will try to create

a default constructor for me.

- We know that, compiler generated default constructor tries to call

the DATA members default constructor (In our case, \_collar default

constructor). But collar doesn't have a default constructor either.

Compiler tries to generate default constructor for collar first. Since

collar already have a constructor which takes string parameter, the

compiler will not be able to generate a default constructor for collar.

As a result, compiler will not be able to generate a default constructor

for dog either. So will get an error message...

'dog' : no appropriate default constructor available

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

dog dog1;

}

#pragma endregion AnotherExample

# 05 Advanced C++ - Disallow Functions

class openFile

{

public:

// If we define a constructor which takes a parameter, compiler will not

// generate any default constructor for me.

openFile(string fileName){ cout << "Open a file " << fileName << endl; }

// In C++11, we can disallow copy constructor by using "delete" as shown

// below or make the copy constructor private and don't define the function.

openFile(openFile& rhs) = delete;

// Disallow the copy assignment operator.

openFile& operator=(const openFile& rhs) = delete;

// Say this openFile class has inherited the function "writeLine()" and

// we don't want the write line to be used by openFile class, then we can

// declare the write line function as private and don't provide definition

// as shown below...

private:

void writeLine(string str);

// Class with a destructor in the private can only be instantiated on heap

// and can't be stored on stack. Let heavy weight classes to have private

// destructor (in embedded programming)

//~openFile() { cout << "openFile Destructor!!!" << endl; }

};

int main(void)

{

// We need name of the file to open a file, so don't allow

// compiler to generate a default constructor for me.

//openFile f; // Fails!!!

openFile f("aTextFile.txt");

// Below code will call the compiler generated copy constructor.

// f2 also starts writing to a file. So disallow the copy constructor.

//openFile f2(f); // Fails!!!

openFile f2("bTextFile.txt");

// Below code will call the compiler generated copy assignment operator.

// because of this f also starts writing to a file. So disallow

// the copy assignment operator.

//f = f2; // Fails!!!

return 0;

}

# 06 Advanced C++ - Virtual Destructor and Smart Destructor

#pragma region VirtualDestructor

class Dog

{

public:

// virtual ~Dog() { cout << "Dog destroyed!!!" << endl; }

~Dog() { cout << "Dog destroyed!!!" << endl; }

};

class YellowDog : public Dog

{

public:

~YellowDog() { cout << "Yellow dog destroyed!!!" << endl; }

};

class DogFactory

{

public:

static Dog\* createYellowDog() { return (new YellowDog()); }

// Create other dogs

};

int main(void)

{

Dog\* ptrDog = DogFactory::createYellowDog();

// 1. When ptrDog gets deleted, only Dog's destructor gets called this

// is bad, because we have created YellowDog and only a part of YellowDog

// gets destroyed. This is why we need virtual destructor for base class

delete ptrDog;

return 0;

}

#pragma endregion VirtualDestructor

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

All the classes in STL have no virtual destructor, so we should be

careful when inheriting from them. We better use shared\_ptr for that.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

#pragma region Using shared\_ptr

class Dog

{

public:

~Dog() { cout << "Dog destroyed!!!" << endl; }

};

class YellowDog : public Dog

{

public:

~YellowDog() { cout << "Yellow dog destroyed!!!" << endl; }

};

class DogFactory

{

public:

//static Dog\* createYellowDog() { return (new YellowDog()); }

static shared\_ptr<Dog> createYellowDog()

{

return shared\_ptr<YellowDog>(new YellowDog());

}

// Create other dogs

};

int main(void)

{

// If we don't want to have virtual destructor, then we can use

// shared\_ptr

shared\_ptr<Dog> ptrDog = DogFactory::createYellowDog();

// shared\_ptr is responsible to delete the pointer.

//delete ptrDog;

return 0;

}

#pragma endregion Using shared\_ptr

# 07 Advanced C++ - Exceptions in Destructor

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Preventing exceptions from leaving destructor

- Exceptions thrown by destructor should be contained in the

destructor and should not be thrown out of destructor.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

#pragma region Analysis

class Dog

{

public:

string \_name;

Dog(string name) : \_name(name) { cout << name << " is born!!!" << endl; }

~Dog() { cout << \_name << " is destroyed!!!" << endl; }

void bark(void) { cout << \_name << " is barking!!!" << endl; }

};

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

OUTPUT

Henry is born!!!

Bob is born!!!

Bob is destroyed!!!

Henry is destroyed!!!

20 is caught

- Main point here is, before the exception 20 is caught by the catch

block, stack unwinding happens and the objects gets destroyed.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

int main(void)

{

try

{

Dog aDog("Henry");

Dog bDog("Bob");

throw 20;

aDog.bark();

bDog.bark();

}

catch (int e)

{

cout << e << " is caught" << endl;

}

return 0;

}

#pragma endregion Analysis

#pragma region Problem

class Dog

{

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

PROGRAM CRASHES!!!

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

public:

string \_name;

Dog(string name) : \_name(name) { cout << name << " is born!!!" << endl; }

void bark(void) { cout << \_name << " is barking!!!" << endl; }

// An exception is added in the destructor.

~Dog()

{

cout << \_name << " is destroyed!!!" << endl;

throw 20;

}

};

int main(void)

{

// An exception is added in the destructor.

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Why the program crashes?

When the execution reaches the end of try block, stack unwinding happens and

 all the local variables needs to be destroyed. So, dDog("Bob")  will be

 destroyed first. When the Bob destructor is executed, it throws an

 exception. So before the exception is caught by the catch block, aDog("Henry")

 also needs to be destroyed. So aDog destructor also executes and also throws

 an exception.

- As a result, there are 2 exceptions pending at the same time one from Bob

and one from Henry. C++ doesn't handle 2 exceptions at the same time so

the program crashes.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

try

{

Dog aDog("Henry");

Dog bDog("Bob");

aDog.bark();

bDog.bark();

}

catch (int e)

{

cout << e << " is caught" << endl;

}

return 0;

}

#pragma endregion Problem

#pragma region Solution 1

class Dog

{

public:

string \_name;

Dog(string name) : \_name(name) { cout << name << " is born!!!" << endl; }

void bark(void) { cout << \_name << " is barking!!!" << endl; }

~Dog()

{

try

{

cout << \_name << " is destroyed!!!" << endl;

throw 20;

}

// Enclose all the exception prone code here

catch (/\*MYEXCEPTION e\*/int e)

{

cout << "Exception is thrown in the destructor!!! " << e << endl;

}

catch (...)

{

cout << "Exception is thrown in the destructor!!!";

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

- Downside of this solution is that the exception is

swallowed by the Dog's destructor. The Dog's client

will not get the exception and the Dog's client will

not know what has happened!!!

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

}

};

int main(void)

{

try

{

Dog aDog("Henry");

Dog bDog("Bob");

aDog.bark();

bDog.bark();

}

catch (int e)

{

cout << e << " is caught" << endl;

}

return 0;

}

#pragma endregion Solution 1

#pragma region Sloution 2 MoveExceptionProneCode

class Dog

{

public:

string \_name;

Dog(string name) : \_name(name) { cout << name << " is born!!!" << endl; }

void bark(void) { cout << \_name << " is barking!!!" << endl; }

~Dog()

{

cout << \_name << " is destroyed!!!" << endl;

}

void prepareToDestruct()

{

cout << "Throwing exception!!!" << endl;

// Moving the exception prone code to other method

throw 20;

}

};

int main(void)

{

try

{

Dog aDog("Henry");

Dog bDog("Bob");

aDog.bark();

bDog.bark();

aDog.prepareToDestruct(); // Another API needs to be called by Dog's client

bDog.prepareToDestruct(); // Another API needs to be called by Dog's client

}

catch (int e)

{

cout << e << " is caught" << endl;

}

return 0;

}

#pragma endregion Sloution 2 MoveExceptionProneCode

# 08 Advanced C++ - Virtual Function in Constructor or Destructor

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Pitfall in calling Virtual Function in Constructor and Destructor

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

class Dog

{

public:

Dog()

{

cout << "Dog born" << endl;

// Invoking bark function

// Behaves like non virtual function since the Yellow dog is not yet born

bark();

}

virtual void bark(void){ cout << "I am just a dog!!!" << endl; }

void seeCat(void){ bark(); }

// Invoking bark function

// Behaves like non virtual function since the Yellow dog is already destroyed

~Dog() { bark(); }

};

class YellowDog : public Dog

{

public:

YellowDog(){ cout << "Yellow dog born" << endl; }

virtual void bark(){ cout << "I am an yellow dog" << endl; }

};

int main(void)

{

YellowDog yd;

yd.seeCat();

return 0;

}

# 09 Advanced C++ - Assignment to Self in Assignment Operator

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Assignment of self in assignment operator

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

#pragma region Solution 1

class collar

{

public:

string \_collar;

};

class Dog

{

collar\* ptrCollar;

public:

Dog& operator=(const Dog& rhs)

{

if (this == &rhs)

return \*this;

//delete ptrCollar;

// What happens if the copy constructor throws an exception?

// The ptrCollar has already been deleted. In order to avoid this

// delete ptrCollar after successful construction.

collar\* pOriginalCollar = ptrCollar;

ptrCollar = new collar(\*rhs.ptrCollar);

delete pOriginalCollar;

return \*this;

}

};

#pragma endregion Solution 1

#pragma region Solution 2

class collar

{

public:

string \_collar;

};

class Dog

{

collar\* ptrCollar;

public:

// Delegates the assignment operator to collar class.

Dog& operator=(const Dog& rhs)

{ // Member by member copying of collar

\*ptrCollar = \*rhs.ptrCollar;// OR

} // call collar's operator=

};

#pragma endregion Solution 2

# 10 Advanced C++ - Resource Acquisition is Initialization

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Resource Acquisition is Initialization

mutex myMutex = MUTEX\_INITIALIZER;

void aFunction(void)

{

myMutex.lock();

// Do a bunch of things

myMutex.unlock(); // Will this line always be executed????

}

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

#pragma region Example 1

class Lock

{

private:

mutex\* myMutex;

public:

explicit Lock(mutex\* ptr)

{

// Lock the mutex here

}

~Lock()

{

// Unlock the mutex here

}

};

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

- The only code that can be guaranteed to be executed after exception

is thrown are the destructor's of the objects residing on stack.

- Resource management therefore needs to be tied to the lifespan of

suitable objects in order to gain automatic deallocation and reclamation.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

#pragma endregion Example 1

#pragma region Example 2

class Dog

{

public:

int age;

string name;

};

void aFunction()

{

// A shared pointer is reference counted smart pointer.

// shared pointer is destroyed when the reference count reaches zero.

shared\_ptr<Dog> ptrDog(new Dog);

}

#pragma endregion Example 2

# 11 Advanced C++ - Static Initialization Fiasco – Not there

# 12 Advanced C++ - Struct Vs. Class

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Struct Vs. Class

- The members of structure are public by default but for class,

its private. This is the only difference as far as language is concerned.

Semantic Difference:

- Structure is used for small passive object that carry public data

and have no or few basic member functions. In other words structure is

used for data container.

- Class is used for bigger active objects that carry private data,

interfaced through public member functions. In other words class is

used for more complex data structure.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

struct StructPerson

{

// Public by default

string name;

unsigned age;

StructPerson(unsigned personAge = 5) : age(personAge) {}

};

class ClassPerson

{

// Private by default

string name\_; // Trailing underscore notation is used for naming class data members.

unsigned age\_;

public:

// Too many getter and setter means there is some design problem.

unsigned getAge(void) const { return age\_; } // Getter or accessors

void setAge(unsigned age) { age\_ = age; } // Setter or mutator

};

int main(void)

{

StructPerson aPerson;

cout << "Person age :" << aPerson.age << endl;

ClassPerson bPerson;

bPerson.setAge(4);

cout << "Person age :" << bPerson.getAge() << endl;

return 0;

}

# 13 Advanced C++ - Resource Managing Class

#pragma region TheProblem

// Person owns the string through its pointer

class Person

{

public:

Person(string name) { ptrname\_ = new string(name); }

~Person() { delete ptrname\_; }

// CRASHES!!!

void printName(void) { cout << \*ptrname\_; }

unsigned getAge(void) const { return age\_; }

void setAge(unsigned age) { age\_ = age; }

private:

string\* ptrname\_;

unsigned age\_;

};

int main(void)

{

vector<Person> persons;

persons.push\_back(Person("Nishith"));

// Older C++ version

// 1. "Nishith" is constructed.

// 2. A copy of "Nishith" is saved in the vector persons (shallow copy)

// 3. "Nishith" is destroyed because it is rvalue.

persons.back().printName();

cout << "Goodbye!!!" << endl;

return 0;

}

#pragma endregion TheProblem

// Solution 1: Define copy constructor and copy assignment operator for deep copying

#pragma region Solution1

// Person owns the string through its pointer

class Person

{

public:

Person(string name) { ptrname\_ = new string(name); }

~Person() { delete ptrname\_; }

void printName(void) { cout << \*ptrname\_; }

unsigned getAge(void) const { return age\_; }

void setAge(unsigned age) { age\_ = age; }

Person(const Person&rhs)

{

ptrname\_ = new string(\*(rhs.ptrname\_));

}

Person& operator=(const Person& rhs)

{

}

private:

string\* ptrname\_;

unsigned age\_;

};

int main(void)

{

vector<Person> persons;

persons.push\_back(Person("Nishith"));

// Older C++ version

// 1. "Nishith" is constructed.

// 2. A copy of "Nishith" is saved in the vector persons (shallow copy)

// 3. "Nishith" is destroyed because it is rvalue.

persons.back().printName();

cout << "Goodbye!!!" << endl;

return 0;

}

#pragma endregion Solution1

// Solution 2: Delete copy constructor and copy assignment operator, define clone function

#pragma region Solution 2

// Person owns the string through its pointer

class Person

{

public:

Person(string name) { ptrname\_ = new string(name); }

~Person() { delete ptrname\_; }

// CRASHES!!!

void printName(void) { cout << \*ptrname\_; }

unsigned getAge(void) const { return age\_; }

void setAge(unsigned age) { age\_ = age; }

Person(const Person&rhs) = delete;

Person& operator=(const Person& rhs) = delete;

Person\* clone()

{

return (new Person(\*(ptrname\_)));

}

private:

string\* ptrname\_;

unsigned age\_;

};

int main(void)

{

vector<Person> persons;

persons.push\_back(Person("Nishith"));

// Older C++ version

// 1. "Nishith" is constructed.

// 2. A copy of "Nishith" is saved in the vector persons (shallow copy)

// 3. "Nishith" is destroyed because it is rvalue.

persons.back().printName();

cout << "Goodbye!!!" << endl;

return 0;

}

#pragma endregion Solution 2

# 14 Advanced C++ - Virtual Constructor - Clone() Function

#include <iostream>

// Co-variant return type

using namespace std;

#pragma region TheProblem

class Dog

{

public:

Dog(){ cout << "Inside Dog constructor" << endl; }

};

class Yellowdog : public Dog

{

public:

Yellowdog(){ cout << "Inside Yellow dog constructor" << endl; }

};

// What afunction  gets is an yellow dog.

void aFunction(Dog\* d)

{

// Because of copy construction, c will become a dog.

Dog\* c = new Dog(\*d);

//...

// Play with dog c

}

int main(void)

{

Yellowdog d;

aFunction(&d);

return 0;

}

#pragma endregion TheProblem

#pragma region Solution

class Dog

{

public:

Dog(){ cout << "Inside Dog constructor" << endl; }

// Co-variant return type

virtual Dog\* clone(){ return (new Dog(\*this)); }

};

class Yellowdog : public Dog

{

public:

Yellowdog(){ cout << "Inside Yellow dog constructor" << endl; }

// Co-variant return type

virtual Yellowdog\* clone(){ return (new Yellowdog(\*this)); }

};

// What afunction  gets is an yellow dog.

void aFunction(Dog\* d)

{

// Because of copy construction, c will become a dog.

//Dog\* c = new Dog(\*d);

Dog\* c = d->clone();

//...

// Play with dog c

}

int main(void)

{

Yellowdog d;

aFunction(&d);

return 0;

}

#pragma endregion Solution

# 15 Advanced C++ - Define Implicit Type Conversion

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

User Defined Implicit Type Conversion

Categories of type conversion: Implicit Explicit

Standard Type Conversion A B

User Defined Type Conversion C D

(Casting)

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

#pragma region Category A: Implicit Standard Type Conversion

class Dog

{

public:

Dog(){ cout << "Inside Dog constructor" << endl; }

};

class Yellowdog : public Dog

{

public:

Yellowdog(){ cout << "Inside Yellow dog constructor" << endl; }

};

int main(void)

{

{

char c = 'A';

int i = c; // Integral promotion

char\* ptrC = 0; // int->Null pointer

void aFunction(int i);

aFunction(c);

Dog\* pd = new Yellowdog();

}

return 0;

}

#pragma endregion Category A: Implicit Standard Type Conversion

#pragma region Category C: Implicit User Define Type Conversion

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Defined inside class

Method 1: Use constructor that can accept a single parameter and convert

other types of objects into your class.

Method 2: Use the type conversion function and convert an object of your

class into other types.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

class Dog

{

public:

// Constructor which takes a single parameter is not just constructor

// its a constructor + type converter. In the below case, it converts string to Dog

Dog(string name){ name\_ = name; }

string getName(){ return name\_; }

// Type Conversion Function

operator string() const { return name\_; }

private:

string name\_;

};

class Yellowdog : public Dog

{

public:

Yellowdog(): Dog("Bruce") { cout << "Inside Yellow dog constructor" << endl; }

};

int main(void)

{

string dogName = "Bob";

Dog dog1 = dogName; // Construction a Dog with string

// If we don't want to use getName(), then go for Method 2

cout << "My dog name is :" << dog1.getName() << endl;

cout << "My dog name is :" << dog1 << endl;

return 0;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

General guideline:

1. Avoid defining seemingly unexpected conversion.

2. Avoid defining two-way implicit conversion.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

#pragma endregion Category C: Implicit User Define Type Conversion

# 16 Advanced C++ - All Castings Considered - Part I

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

CASTING

Type Conversion:

1. Implicit Type Conversion

2. Explicit Type Conversion - also called CASTING

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

class Dog

{

public:

Dog(string name){ cout << "Inside Dog constructor" << endl; }

operator string() { return "Hello"; }

virtual ~Dog(){}

};

class Yellowdog : public Dog

{

public:

Yellowdog(): Dog("Hello") { cout << "Inside Yellow dog constructor" << endl; }

};

int main(void)

{

#pragma region StaticCast

{

// Static Cast will work as long as type converter's are defined for those types.

int i = 9;

float f = static\_cast<float> (i);

Dog d1 = static\_cast<Dog> (string("BOB")); // Type converter is defined here

Dog\* ptrDog = static\_cast<Dog\*> (new Yellowdog());

}

#pragma endregion StaticCast

#pragma region DynamicCast

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

1. Dynamic cast can work only on pointers or reference, it can't work

on objects.

2. It converts one type to a related type (Typically used in Down cast)

3. Does run-time type check. If not compatible, then returns nullptr.

4. Ti requires the two types to be polymorphic.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

{

Dog\* ptrDog = new Yellowdog();

Yellowdog\* ptrYelloDog = dynamic\_cast<Yellowdog\*>(ptrDog);

}

#pragma endregion DynamicCast

#pragma region ConstCast

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

1. Works only on pointers or references can't work on objects.

2. Only works on same type.

3. To cast away constness of the object being pointed to.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

{

const char\* str = "Hello World";

char\* modifiable = const\_cast<char\*>(str);

}

#pragma endregion ConstCast

#pragma region ReinterpretCast

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

1. Works only on pointers or references can't work on objects.

2. Can work on any type!!!!

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

{

long p = 51110900;

Dog\* dd = reinterpret\_cast<Dog\*>(p);

}

#pragma endregion ReinterpretCast

#pragma region C-StyleCasting

// Mixture of static\_cast, const\_cast and reinterpret\_cast

{

short a = 2000;

int i = (int)a; // C-Like cast notation

int j = int(a); // Functional notation

}

#pragma endregion C-StyleCasting

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Generally C++ style of casts are preferred over C-Style, because:

1. Easier to identify in the code.

2. Less usage error.

a. Narrowly specified purpose for each cast.

b. Run-time type check capability.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

return 0;

}

# 17 Advanced C++ - All Castings Considered - Part II

#pragma region TheProblem

class Dog

{

public:

Dog(){ /\*cout << "Inside Dog constructor" << endl;\*/ }

virtual ~Dog(){}

};

class Yellowdog : public Dog

{

int age\_;

public:

Yellowdog(){ /\*cout << "Inside Yellow dog constructor" << endl;\*/ }

void bark(){ cout << "Woof...Woof..." << endl; }

};

int main(void)

{

Dog\* ptrDog = new Dog;

// We are casting Dog to Yellow Dog...

Yellowdog\* ptrYellowDog = dynamic\_cast<Yellowdog\*> (ptrDog);

// YellowDog will print nullptr here, and causes undefined behavior.

// Since we are not accessing any member variable inside bark, this function

// can be treated as static function and still this call will print Woof...Woof

ptrYellowDog->bark();

// YellowDog will print nullptr here

cout << "ptrYellowDog = " << ptrYellowDog << endl;

cout << "ptrDog = " << ptrDog << endl;

return 0;

}

#pragma endregion TheProblem

#pragma region AnotherProblem

class Dog

{

public:

Dog(){ /\*cout << "Inside Dog constructor" << endl;\*/ }

virtual ~Dog(){}

};

class Yellowdog : public Dog

{

int age\_;

public:

Yellowdog(){ age\_ = 0;/\*cout << "Inside Yellow dog constructor" << endl;\*/ }

void bark(){ cout << "Woof...Woof..." << age\_ << endl; }

};

int main(void)

{

Dog\* ptrDog = new Dog;

// We are casting Dog to Yellow Dog... All yellow dogs are dogs, but all

// dogs are not yellow dogs.

Yellowdog\* ptrYellowDog = dynamic\_cast<Yellowdog\*> (ptrDog);

// YellowDog will be nullptr here, and when we try to access the member variable of

// Yellow Dog, the program CRASHES!!!!!!!!!!.

ptrYellowDog->bark();

// YellowDog will print nullptr here

cout << "ptrYellowDog = " << ptrYellowDog << endl;

cout << "ptrDog = " << ptrDog << endl;

return 0;

}

#pragma endregion AnotherProblem

#pragma region Using StaticCast

class Dog

{

public:

Dog(){ /\*cout << "Inside Dog constructor" << endl;\*/ }

virtual ~Dog(){}

};

class Yellowdog : public Dog

{

int age\_;

public:

Yellowdog(){ age\_ = 0;/\*cout << "Inside Yellow dog constructor" << endl;\*/ }

void bark(){ cout << "Woof...Woof..." << age\_ << endl; }

};

int main(void)

{

Dog\* ptrDog = new Dog;

// static\_cast will always succeed

Yellowdog\* ptrYellowDog = static\_cast<Yellowdog\*> (ptrDog);

ptrYellowDog->bark();

cout << "ptrYellowDog = " << ptrYellowDog << endl;

cout << "ptrDog = " << ptrDog << endl;

return 0;

}

#pragma endregion Using StaticCast

#pragma region Solution 1

class Dog

{

public:

Dog(){ /\*cout << "Inside Dog constructor" << endl;\*/ }

virtual ~Dog(){}

};

class Yellowdog : public Dog

{

int age\_;

public:

Yellowdog(){ age\_ = 0;/\*cout << "Inside Yellow dog constructor" << endl;\*/ }

void bark(){ cout << "Woof...Woof..." << age\_ << endl; }

};

int main(void)

{

Dog\* ptrDog = new Dog;

Yellowdog\* ptrYellowDog = dynamic\_cast<Yellowdog\*> (ptrDog);

if (ptrYellowDog)

ptrYellowDog->bark();

cout << "ptrYellowDog = " << ptrYellowDog << endl;

cout << "ptrDog = " << ptrDog << endl;

return 0;

}

#pragma endregion Solution 1

#pragma region Better Solution

class Dog

{

public:

Dog(){ /\*cout << "Inside Dog constructor" << endl;\*/ }

virtual ~Dog(){}

// Better solution is to add the virtual bark function in the base class

virtual void bark(){}

};

class Yellowdog : public Dog

{

int age\_;

public:

Yellowdog(){ age\_ = 0;/\*cout << "Inside Yellow dog constructor" << endl;\*/ }

void bark(){ cout << "Woof...Woof..." << age\_ << endl; }

};

int main(void)

{

Dog\* ptrDog = new Dog;

Yellowdog\* ptrYellowDog;

//Yellowdog\* ptrYellowDog = dynamic\_cast<Yellowdog\*> (ptrDog);

//if (ptrYellowDog)

ptrYellowDog->bark();

cout << "ptrYellowDog = " << ptrYellowDog << endl;

cout << "ptrDog = " << ptrDog << endl;

return 0;

}

#pragma endregion Better Solution

class Dog

{

public:

string name\_;

Dog() : name\_("Bruce") { /\*cout << "Inside Dog constructor" << endl;\*/ }

// Literally a function can't be const. Then who is const here in the

// below code? Answer: \*this is const

void bark() const

{

cout << "My name is " << name\_ << endl;

const\_cast<Dog\*>(this)->name\_ = "Henry";

}

};

int main(void)

{

Dog aDog;

aDog.bark();

cout << "Now my name is: " << aDog.name\_ << endl;

return 0;

}

![](data:image/png;base64,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)

# 18 Advanced C++ - Inheritance - Public, Protected, and Private

#include <iostream>

#include <string>

using namespace std;

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Inheritance - Public, Protected, and Private

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

class Base

{

public:

void f\_Public(){ cout << "f\_Public() is called " << endl; }

protected:

void f\_Protected(){ cout << "f\_Protected is called " << endl; }

private:

void f\_Private(){ cout << "f\_Private is called " << endl; }

};

class Derived\_Public : public Base

{

public:

void aFunction()

{

f\_Public(); // OK, f\_Public is Derived\_Public's public function

f\_Protected(); // OK, f\_Protected is Derived\_Public's public function

//f\_Private(); // ERROR, f\_Private is Base's private function

}

};

class Derived\_Protected : protected Base

{

public:

void aFunction()

{

f\_Public(); // OK, f\_Public is Derived\_Protected's protected function

f\_Protected(); // OK, f\_Protected is Derived\_Protected's protected function

//f\_Private(); // ERROR, f\_Private is Base's private function

}

};

class Derived\_Private : private Base

{

public:

void aFunction()

{

f\_Public(); // OK, f\_Public is Derived\_Private's private function

f\_Protected(); // OK, f\_Protected is Derived\_Private's private function

//f\_Private(); // ERROR, f\_Private is Base's private function

}

};

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

private, protected and public keywords specifies different access control

from the derived class to the base class.

Access control:

1. None of the derived class can access anything that is private in Base.

2. Derived\_Public inherits public members of Base as public and the protected

members of Base as protected.

3. Derived\_Private inherits the public and protected members of Base as private.

4. Derived\_Protected inherits the public and protected members of Base as protected.

Casting point of view:

1. Anyone can cast a Derived\_Public\* to Base\*. Derived\_Public is a special kind of Base.

2. Derived\_Private's members and friends can cast a Derived\_Private\* to Base\*.

3. Derived\_Protected's member, friends and children can cast a Derived\_Protected\* to Base\*.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

int main(void)

{

Derived\_Public d1;

d1.f\_Public(); // OK. f\_Public is Derived\_Public's public function.

Derived\_Protected d2;

//d2.f\_Public(); // ERROR. f\_Public is Derived\_Protected's protected function.

Base\* ptrBase = &d1;

//ptrBase = &d2; // ERROR!!!

return 0;

}

# 19 Advanced C++ - Maintain is-a Relation for Public Inheritance

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Maintain is-a Relation for Public Inheritance

Public inheritance -> is-a relation

A derived class should be able to do everything the base class can do.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

#pragma region Lesson 1

class dog

{

public:

virtual void bark(string msg = "just a")

{

cout << "Woof, I am " << msg << " dog." << endl;

}

};

class yellowdog : public dog

{

public:

virtual void bark(string msg = "a yellow")

{

cout << "Inside Yellow Dog!!!" << endl;

cout << "Woof, I am " << msg << " dog." << endl;

}

};

int main(void)

{

yellowdog\* ptrYellow = new yellowdog;

ptrYellow->bark();

dog\* ptrDog = ptrYellow;

// When ptrDog->bark is called, still we are calling the yellow

// dog's bark function(See the output). But the it will pickup the

// default value of message from Dog's bark function!!!

// Lesson: Never override default parameter value of virtual function!!!

ptrDog->bark();

return 0;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Inside Yellow Dog!!!

Woof, I am a yellow dog.

Inside Yellow Dog!!!

Woof, I am just a dog.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

#pragma endregion Lesson 1

#pragma region Lesson 2

class dog

{

public:

void bark(int age)

{

cout << "I am " << age << " years old" << endl;

}

virtual void bark(string msg = "just a")

{

cout << "Woof, I am " << msg << " dog." << endl;

}

};

class yellowdog : public dog

{

public:

using dog::bark;

virtual void bark(string msg = "a yellow")

{

cout << "Inside Yellow Dog!!!" << endl;

cout << "Woof, I am " << msg << " dog." << endl;

}

};

int main(void)

{

yellowdog\* ptrYellow = new yellowdog;

// Below code won't compile:

// Reason:

// When the compiler sees the bark function in the yellow dog, it

// stops REGARDLESS OF THE PARAMETERS. It won't look up the ladder.

// We have to use using dog::bark as shown above

ptrYellow->bark(5);

return 0;

}

#pragma endregion Lesson 2

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Summary:

1. Precise definition of classes.

2. Don't override non-virtual functions.

3. Don't override default parameter values for virtual functions.

4. Force inheritance of shadowed functions.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

# 20 Advanced C++ - Understanding rvalue and lvalue

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Understanding rvalue and lvalue

Why do I care?

1. Understand C++ construct, and decipher compiler errors or warnings.

2. C++11 introduces rvalue reference.

What are they?

lvalue - An object that occupies some identifiable location in memory.

rvalue - An object that is not a lvalue.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

class dog

{

public:

void bark(int age)

{

cout << "I am " << age << " years old" << endl;

}

virtual void bark(string msg = "just a")

{

cout << "Woof, I am " << msg << " dog." << endl;

}

};

int sum(int x, int y) { return x + y; }

int myGlobal = 0;

int& foo(void){ return myGlobal; }

int main(void)

{

{ // lvalue examples

int i; // i is a lvalue.

int\* ptr = &i;

dog d1; // lvalue of user defined type.

}

{ // rvalue examples

int x = 2; // 2 is an rvalue.

//x+2 = 8; // (i+2) is rvalue

}

{ // Reference (or lvalue reference)

int i;

int& r = i;

//int& y = 6; //ERROR!!!

//Exception is, const lvalue reference can be assigned a rvalue.

const int& rr = 5;

}

{ //Misconception 1: Functions or operator always yields rvalue

int x = 4 + 5;

int y = sum(x, 8);

foo() = 50; // function yielding lvalue!!!

int arr[4];

arr[2] = 4; // Operator [] almost always generates lvalue

}

{ //Misconception 2: lvalues are modifiable.

const int c = 1;

//c = 9; // ERROR!!!

}

{ //Misconception 3: rvalues are not modifiable.

dog().bark(); // bark() may change the state of dog!!!

}

return 0;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Summary:

1. Every C++ expression yields either an lvalue or an rvalue.

2. If the expression has an identifiable memory address, it's lvalue.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

# 21 Advanced C++ - Static Polymorphism – Not there

# 22 Advanced C++ - Multiple Inheritance - Devil or Angel – Not there

# 23 Advanced C++ - Duality Of Public Inheritance - Interface & Implementation

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Duality Of Public Inheritance - Interface & Implementation

- Inheritance of interface

- Inheritance of implementation

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

#include <iostream>

#include <string>

using namespace std;

class Dog

{

public:

virtual void bark() = 0;

void run() { cout << "Woof, I am running." << endl; }

virtual void eat() { cout << "I am eating" << endl; } // impure virtual function

protected:

void sleep() { cout << "I am sleeping" << endl; }

};

class Yellowdog : public Dog

{

public:

// Interface only inheritance

virtual void bark() { cout << "Woof, I am yellow dog." << endl; }

// A non virtual function should not be overridden!!!!

// Yellow dog inherits interface of dog function as

// well as the implementation of run function.

// Since the function is protected, yellow dog inherits the function

// It only inherits the implementation but not the interface.

// To provide a service for sleep, it has to provide its own version.

void iSleep() { sleep(); }

};

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Summary:

1. Pure virtual public function - inherits interface only.

2. Non-virtual public function - inherits both interface and implementation.

3. Impure virtual public function - inherits interface and default implementation.

4. Protected functions - inherits implementation only.

Interface inheritance

1. Sub-typing.

2. Polymorphism.

Pitfall:

- Be careful of interface bloat.

- Interface do not reveal implementation.

Implementation inheritance:

1. Increase code complexity.

2. Not encouraged.

Guidelines of implementation inheritance

1. Do not use inheritance for code reuse, use composition.

2. Minimize the implementation in base classes. Base classes should be thin.

3. Minimize the level of hierarchies in implementation inheritance.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

int main(void)

{

Yellowdog aDog;

aDog.bark();

return 0;

}

# 24 Advanced C++ - Code Reuse - Inheritance vs Composition

#pragma region ReuseWithInheritance

class Dog

{

public:

// Common activities

void bark(int age)

{

cout << "I am " << age << " years old" << endl;

}

};

class Bulldog : public Dog

{

public:

// Calls common activities to perform more tasks.

};

class ShepheredDog : public Dog

{

public:

// Calls common activities to perform more tasks.

};

int main(void)

{

return 0;

}

#pragma endregion ReuseWithInheritance

#pragma region ReuseWithComposition

class ActivityManager

{

// Common activities

void bark(int age)

{

cout << "I am " << age << " years old" << endl;

}

};

class Dog

{

public:

};

class Bulldog : public Dog

{

public:

ActivityManager\* ptrActMgr;

// Calls common activities to perform more tasks.

};

class ShepheredDog : public Dog

{

public:

ActivityManager\* ptrActMgr;

// Calls common activities to perform more tasks.

};

int main(void)

{

return 0;

}

#pragma endregion ReuseWithComposition

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Composition is better than inheritance

1. Less code coupling between reused code and re-user of the code

In case of inheritance....

a. Child class automatically inherits ALL parent class's public members.

b. Child class can access parent's protected members.

- Inheritance breaks encapsulation.

2. Dynamic binding

a. Inheritance is bound at compile time.

b. Composition can be bound either at compile time or at run time.

3. Flexible code construct

**Dog** **ActivityManager**

BullDog OutDoorActivityManager

ShepherdDog InDoorActivityManager

... ...

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

# 25 Advanced C++ - Namespace and Keyword using

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Namespace and Keyword using

1. using directive : to bring all namespace members into current scope

Example: using namespace std;

\* using directive can only work with namespace.

2. using declaration

a. Bring one specific namespace member to current scope.

b. Bring a member from base class to current class's scope.

Example: using std::cout;

\* using declaration can work with class or with namespace.

\* using declaration for class can be using in class scope only!!!

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

class B

{

public:

int fun(int x)

{

using namespace std; // Local scope

cout << "From B" << endl;

return x;

}

};

class D :private B

{

public:

void g()

{

using namespace std; // Local scope

cout << "From D" << endl;

}

void h()

{

using std::cout;

using std::endl;

cout << "From D" << endl;

}

void fun(void)

{

using std::cout;

using std::endl;

cout << "From D" << endl;

}

using B::fun; // Class scope

//using namespace std; // Illegal

//using std::cout; // Illegal

};

namespace //Anonymous namespace

{

void h() { std::cout << "From h\n"; }

}

int main(void)

{

D d;

//d.fun(8); Initially this will not compile because of name hiding

d.fun(9); // After using B::fun; this will compile

// Can only be called within this file. Similar to global static h()

h();

return 0;

}

# 26 Advanced C++ - Koenig Lookup - Argument Dependent Lookup (ADL)

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Koenig Lookup - Argument Dependent Lookup (ADL)

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

#pragma region Example 1

namespace A

{

struct X {};

void g(X){ cout << "Calling A::g()" << endl; }

}

int main(void)

{

A::X x1;

// Even though we have not used the A::g(), compiler will look in

// the namespace where the argument type is located. In our case the

// argument X is located in the namespace A. This is called Koenig lookup

// or Argument Dependent Lookup (ADL)

g(x1);

return 0;

}

#pragma endregion Example 1

#pragma region Example 2

class C

{

public:

struct Y{ };

static void h(Y) { cout << "Calling C::h()" << endl; }

};

int main(void)

{

C::Y y;

//h(y); // This will not lookup in class. This will be an error

return 0;

}

#pragma endregion Example 2

#pragma region Example 3

namespace A

{

struct X {};

void g(X){ cout << "Calling A::g()" << endl; }

}

namespace C

{

void g(A::X) { cout << "Calling C::g()" << endl; }

void j()

{

A::X x;

//g(x); // Error -ambiguous call to overloaded function

// This is because of Koenig lookup, compiler can see 2 g() functions

}

}

int main(void)

{

C::j();

return 0;

}

#pragma endregion Example 3

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Summary:

With namespaces:

Compiler will search like ---> current scope -> next enclosed scope -> ... -> global scope

With classes

Compiler will search like ---> current class scope -> parent scope -> ... -> global scope

Name hiding will happen when higher priority scope defines a function with

same name in the lower priority scope.

To override the sequence:

1. Qualifier or using declaration.

2. Koenig lookup.

with classes

- Qualifier or using declaration.
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